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ABSTRACT  
Want to ensure data integrity?  Want to know if a file has been 
altered?  Checksum, please!  Checksums have a variety of 
applications, such as verifying that an application has been 
installed correctly and providing a method of verifying whether 
or not a file has been altered.  For example, checksums can be 
used in a SAS program to verify that a comma delimited (CSV) 
file has not been altered before importing the CSV file into a 
SAS dataset.  SAS by itself does not make use of checksums, 
but fortunately all operating systems have some utility available 
to do it. This paper will provide some background on their uses 
and concentrate on a particular example.  

INTRODUCTION  
A bit of history 

Sending a message only readable by the intended receiver and unreadable by anyone else has been a quest since 
ancient times. The following examples can be found among the numerous attempts that have been made starting 
with hieroglyphics which were modified to make them unreadable for unintended audiences; from around 1900 BC, 
this example from ancient Egypt is the oldest known cryptographic text.   

· The Bible in the Old Testament contains ciphers, although not necessarily intended to keep secrecy a letter 
substitution was described. 

· Romans used the Caesar’s cipher which was just a simple substitution of letters, every letter of a message 
was shifted the same number of positions in the alphabet.   

· Ancient Greece has also their system to send a message a strip of leather was rolled around a cylinder and 
the message written there. The message strip was send and the receiver has to use another cylinder of 
exactly the same diameter of the sender to read the message. 

· During the Dark Ages arts and sciences disappeared together with cryptography, however throughout the 
Middle Ages,  ciphers were used by monks as a form of entertainment. 

· In the 600s Arab science become the best in the world, words like “cipher” or “algebra” come from that time. 
The Arabs were the first to systematically compile all the knowledge about cryptography thus creating 
cryptology. 

· In the 1200s Roger Bacon, an English Franciscan friar, who thought of microscopes and telescopes as well 
as horseless carriages and flying machines, wrote  a book containing seven methods to cipher text.  

· In 1379 a collection of Gabriele de Lavinde's ciphers was produced becoming the first European manual on 
cryptography. 

· In 1474, Sicco Simonetta published Regulae ad extrahendum litteras zifferatas sine exemplo, a short work 
which stressed "methods of decipherment and afforded considerable statistical data" . 

· In 1585 Blaise de Vigenère published a book on cryptology , describing the polyalphabetic substitution 
cipher, considered unbreakable for centuries to come. However this method had been described as early as 
1467 by Leon Batista Alberti. 

· In 1860 Wheatstone developed the Wheastone disc based on the 1817 Wadsworth’s invention.  It consisted 
on two concentric wheels used to generate a polyalphabetic cipher . 

· By the end of WW I Germany invented the Enigma machine which was heavily used by German U-boats 
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during WW II.  

All of these examples mentioned above have a common characteristic which is a big weakness:  the decoding key.  
All of them use the same key to code and decode a message, that is, a symmetric key. They require a secure 
transmission of the key which has some of the same problems that occurs during message transmission. 

It was not until 1976 when Diffie and Hellman publish a description of the public key method.  There is a public key to 
encode messages and a different private key to decode. No secure key transmission is needed. The theoretical 
concept was already mentioned by William Jevons back in 1874 and proposed as a puzzle by Ralph Merkle in 1974. 
It was only in 1997 that the UK government disclosed that they had independently developed the same system. The 
generalization and commercial products still used today is known as RSA (Rivest, Shamir and Adleman) algorithm. 
The public key is the product of two large primes, the decoding scheme used the factors. The secrecy is based on the 
(current) difficulty to factor a large number. 

Correctness 

Data that is considered correct is when its contents are transferred and when it is received; that both are identical.  
We have two cases to consider when correctness is potentially compromised.   

1. We are concerned only for transmission errors which would be somehow erratic.   

2. Our concern is regarding intentional message modification. 

In the example of SAS, this can occur when a SAS program imports ASCII files into SAS datasets.  In this case, the 
ASCII files were downloaded from an FTP server.  The transmission could introduce corruption to the ASCII files.  In 
the second example, another user could have modified the ASCII files prior to the use of the SAS program.  The 
intended ASCII file has been modified with good intentions such as making column headers more clear.  This 
modification may or may not be malicious, but the transmission is no longer identical to the source which makes it 
incorrect.  

Error correction 

In addition to recognizing that the data is not correct, we need to identify what the specific errors or modification has 
been applied.  The following are four example schemes to identifying these modifications: 

1. Error detection like parity bits will detect if one or an odd number of bits in a message is not as expected but 
are unable to identify which one.  

2. Another scheme like repeating messages must be regarded as very inefficient. 

3. A more sensitive scheme is the Cyclic Redundancy Check (CRC) where a binary polynomial is applied as a 
divisor of the original message in binary format and taking the remainder as a result. 

4. Error Correction or rather error-correcting codes, will also add redundant data but in a way the can detect 
errors and identify the faulty bit, for instance Hamming (7,4). 

These four examples illustrate schemes for data correction methods.  This paper will not demonstrate any SAS 
examples of error corrections, since it is not an optimal use of SAS and is outside the scope. 

Error Detection 

This paper will focus on the error detection of data during transmission.  If we must know that a message has been 
accidentally modified in any way, we must use a checksum.   

For example, the MD5 of the previous sentence is displayed below: 
 
   86fa7014d5c52f166c907d3777d30c61 

This checksum was obtained on a Windows PC using the FCIV function which is available from Microsoft.  As you 
can see from the example above, a checksum is typically a number obtained by using a checksum procedure similar 
to the FCIV function.   Checksum may also be known as hash functions, fingerprint, etc...   

Practical examples of checksum include: 

· Parity bits in memory bytes 

· Check digits in Social Security Numbers  

· ISBN book numbers 

· International Bank Account Numbers 
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· International Standard Serial Number 

· International Standard Music Number 

· UPC 

· Encoding passwords 

· Many others … 

As you can see from the above list, there are many examples of checksums (e.g., MD5, SHA1, SHA2, etc.) which are 
ubiquitous without us knowing about it!  The types of checksums will be explained in this paper. 

Paper Scope 

One of the main goals of obtaining a validated system is to verify that the software is installed according to the 
intentions of the software vendor.  In the example of SAS, we need to ensure that the digital files installed on our 
server, matches with the benchmark files form SAS Institute.  Checksum is a perfect tool for this since it can capture 
a digital signature between files on different systems and easily verify if they are identical.  The digital signature of the 
files is a unique identifier analogous to a finger print of an individual person.  If this were to be altered or different in 
any way, checksum will catch these accidental errors that can be introduction during the installation and configuration 
of a SAS system.  Although checksum is a general purpose tool that can be used on any software, this paper will 
explore its uses for the SAS system and related data and program macros. 
 

USES OF CHECKSUMS IN HEALTHCARE INDUSTRY 
There are a variety of uses of checksums within the healthcare, including eCTD submissions to the FDA, 
SAS/Software installation, migrating files from one server to another, data transfers, and handling electronic files 
generated by lab instruments.  Each of these scenarios will be discussed in this paper. 

ECTD 

Checksums should be provided for each file in an eCTD (electronic Common Technical Document) submissions to 
the FDA.  The checksums allow the end-user to verify that the files were not altered during transmission to the FDA 
(Wang 2004; Bairnsfather 2003).  The verification that the files have not been altered is done by the end-user 
comparing their own checksum for each file with the checksum provided by the initial user.  If the two checksums 
agree, then the end-user can be confident that the files have not been altered. 

SAS/Software Installation 

SAS provides checksums and installation/operational qualification programs to verify that SAS has been installed and 
operates correctly.  The user can run the installation/operational qualification (IQ/OQ) programs provided by SAS.  
The resulting output (a PDF file) will show the checksums provided by SAS and 
those generated when installing the product agree (Helton, McNealy, Halley 
2003; Truong, Smoak 2010).  Thus the user installing SAS can easily verify that 
SAS has been installed and operates correctly.  SAS also provides notes 
identifying known instances where the checksum will not agree (Csont, 
Proskin 2007).  Thus the user will be prompted to then verify these failures 
(when checksums disagree) using another method, or explain the failure in 
their documentation.  This verification process of comparing checksums can 
be used with software products other than SAS (Baucom 2009). 

File Migration (SAS Server) 

Another use of checksums is verifying the migration of files from one server to 
another (Truong, Smoak 2010).  Checksums are performed for each file being 
migrated from the old server.  If the two checksums for each file agree, then the 
user can be confident that the files have not been altered during the migration.  This 
is not a simple task.  Two of the authors on this paper (Truong, Smoak 2010) were 
involved in such a project.  It took 22 hours to migrate all of the files and 13 hours to compare all of the checksums. 

Data Transfers 

Checksums are also useful in verifying that data transfers have been performed correctly, e.g., the file has not been 
corrupted during transmission of the file (Grasse, Nelson 2006; Mehler 2004; Rausch 2006; Maddox, Fulenwider 
1990; Kent 1986).  Thus the integrity of data transfers can be verified using checksums. 
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Instrument Data 

A special case of data transfers is described in this paper.  Data from a laboratory instrument stored on a hard-drive 
can be exported as an Extensible Markup Language (XML) file.  When the XML file is generated, a checksum 
accompanies it.  A validated tool can then convert data in the XML file to a CSV file.  The validated tool first compares 
the checksum of the XML file with its own checksum on the same file.  If the two checksums agree then the tool 
parses data from the XML file into a CSV file.  When the CSV file is generated, a new checksum accompanies it. 

Then a SAS programs is run to import the CSV file into a SAS dataset.  First the SAS program generates a checksum 
on the CSV file and compares it to the checksum generated by the validated tool that also generated the CSV file.  If 
the two checksums agree then the SAS program creates a SAS dataset from the CSV file. 

Thus the user can be confident that the data in the SAS dataset is the same as the original data on the hard-drive of 
the laboratory instrument.  At each step in the process, checksums are used to verify data integrity.  This process is 
illustrated in the figure below. 

 

 

 

Figure 1. Data workflow 

 

Password Protection 

Passwords are not only used in the healthcare industry, but in our everyday transactions.  A recent article in 
Consumer Reports (January, 2012), discusses the topic of hack-proofing passwords.  The article points out that 
passwords are not stored, rather their checksum.  This is to make the passwords more secure because the original 
password is never written into the system and the checksum itself does not allow you to find the original password.  
However, certain types of checksums are more secure or robust than others (see Wang, Yu 2005 for more details).  
For example, SHA1 (Secure Hash Algorithm 1) came as a response to theoretical attacks on MD5 in the 1990’s.  
Further along the road, SHA1 showed some vulnerabilities and SHA2, (which consists of a family of four messages 
digests: SHA224, SHA256, SHA384, SHA512) were developed.  More recently NSA started developing an even 
more secured version: SHA3. 

How are passwords hacked?  Very simple, you just need to find any string that will replicate the checksum of the 
password that you want to hack!  Of course, you need to know the checksum of the password and you need to know 
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what checksum type (MD5 or SHA1) has been applied to the password.  Any public checksum utility can be used to 
compute checksums of arbitrary strings.  After a few billion tries you might be successful in hacking a password! 

Another approach to hacking passwords is using a dictionary where instead of trying billions of arbitrary strings, you 
use common words from the dictionary.  Thus special characters and numbers imbedded in passwords protects 
against this kind of attack.  However, we should not get carried away with creating passwords which are so 
convoluted that they are hard to type or difficult to remember.  Users who write down convoluted passwords, defeat 
the purpose of having a password at all. 

Users who want more information on how the algorithms for checksums are computed, see the paper by Rivest 
(1992). 

CONCLUSION  
The most significant vulnerabilities in maintaining data integrity occurs when it is being transferred.  This can happen 
when the binaries of a software is being installed from the intended vendor to a user’s machine, or when lab data in 
CSV format is transferred to SAS datasets for analysis or when a clinical trial is submitted to the FDA for approval.  
These examples highlight an inflection point in the integrity of the data as it is transferred from its original form, which 
is correct, to a new environment that introduce unknown changes to the data.  You can ensure that the data is correct 
by comparing it from its original source to its final transformed location.  This paper illustrates the use of checksum 
which provide an effective way of performing this comparison and confirms if the data’s integrity is intact.  The SAS 
data used in the examples of this paper illustrates how varied and complex transformations to the original data can 
be.  Regardless of the different environments that the SAS system and its data are transformed, the use of checksum 
can be applied to consistently verify its correctness and integrity.  The core concepts of checksum have roots in 
cryptography that dates back hundreds of years.  This is a testament to how checksum is relevant and effective in 
today’s’ SAS implementations as it stands up over time. 
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